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Abstract—Recently, a growing body of research has realized that live chat via modern communication platforms plays an increasingly important role in OSS (Open Source Software) collaborative development. Among these platforms, Gitter has emerged as a popular choice since it is directed toward GitHub projects by account sharing and activity subscribing. But little is known about how Gitter affects the OSS development on GitHub. Who are the developers being active in both social and technical platforms? How important are they? In this paper, we perform a comprehensive cross-platform study on Gitter and GitHub, two representative platforms for live communication and distributed development, to explore the characteristics of cross-platform contributors (CPCs) and whether live chat can provoke open source development. This study yields interesting findings: 1) Despite CPCs being small in quantity yet account for a much bigger amount of communication and development; 2) Gitter continually attracts new contributors; 3) Communication on Gitter has a positive impact on the contributions of OSS developers; and 4) Inactive developers on GitHub still participate in discussions on Gitter. Based on our findings, we provide recommendations for OSS communities and developers and shed light on future research directions. We believe that the findings and insights will inspire the OSS communities, enable a broader view of the interplay between Gitter and GitHub, and enhance the sustainability of the OSS ecosystem.
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1 INTRODUCTION

Open source software (OSS) contributors maintain a diversity of contributing activities on multiple platforms. For example, they not only commit source code via version control systems, such as GitHub, but also exert significant efforts in communication via various platforms, discussing bugs and solutions, new features, progress management, and so on [1], [2], [3], [4]. More than ever, live communication platforms, such as Gitter, Discord, Slack, and X (formerly Twitter) play a fundamental role in OSS communications and collaboration. As one type of synchronous textual communication among a community of developers, live chat allows developers to receive real-time responses from others, replacing traditional asynchronous communication like emails in some cases [1], [5], [6], [7], [8], [9], [10]. Among the aforementioned live communication platforms, Gitter is widely used by OSS contributors in terms of its openness, provided services and how it organizes chatrooms. Gitter’s chatrooms are project-oriented and are open for everyone to participate easily, regardless of the level of professionalism, e.g., beginners are capable of seeking help from project developers to improve their project knowledge and programming skills. OSS practitioners can sign in Gitter simply using their GitHub accounts directly and refer to GitHub issues/pull requests in the utterance easily through the auto-link function.

In the literature of OSS, most studies analyze the OSS community by observing the activities of contributors from a single-platform perspective. For example, existing studies take GitHub, the most representative hosting platform for open-source projects, as the individual research subject to learn the activities [11], [12], [13], [14] and contributions [15], [16], [17], [18] of the OSS developers. While, the OSS community is not only reflected by GitHub, besides which developers’ communication is also a vital part of the OSS community. Discussions about technical problems, domain knowledge, and project coordination are also important contributions to the OSS community. Only considering the single-platform analysis might overlook the communication aspect of the OSS community, leading to an insufficient understanding and measurement of developers’ contributions. Moreover, there are OSS developers (cross-platform contributors, CPCs) who share knowledge and solutions to problems on communication platforms, as well as write code and report bugs on GitHub. It remains unclear what role they play in the OSS community. Understanding these questions would provide a broader view of how platforms can serve the sustainable evolution of OSS ecosystems.
To bridge the gap, in this paper, we perform an in-depth cross-platform analysis on Gitter and GitHub. Seven popular open source communities that both use Gitter and GitHub platforms are selected as our studied subjects, which leads to 1,546,127 utterances from 37,060 chatting developers on Gitter, and 395,664 development activities contributed by 89,858 contributors on GitHub. By cross-linking accounts between the two platforms of a specific project, a list of 4,506 contributors who collaborate on GitHub and chat on Gitter, referred as cross-platform contributors (CPCs), is collected. This cross-platform dataset is publicly available to aid further research.1

To address our research concerns, we investigate traits of CPCs in terms of roles and contribution, communication preference, and behavioral consistency, as well as the promotion effect brought by live chat on OSS contribution by new contributors, onboarded contributors and returned code contributors. A variety of analysis techniques are applied: (1) onion model [19] to characterize roles and communication preferences of CPCs; (2) social network analysis to measure the social influence of CPCs; (3) correlation analysis to assess the behavioral consistency; (4) open card sort to explore the impact of live chat on attracting new contributors; (5) inactivity identification [20] and statistic analysis to validate the impact of live chat on return/contribution.

Among these results, we find that:

- Although the number of CPCs is small, which takes 12.2% on Gitter and only 5% on GitHub, their contribution is significant. The core developers in CPCs only account for 0.04% GitHub population but contribute to 19% commits.
- CPCs’ communication: core developers are more likely to discuss advanced topics with a high difficulty level, while peripheral OSS developers have more social chatting on unwanted behaviors and errors.
- Though some contributors have a low social influence level on GitHub, they can be highly influential on Gitter.
- Gitter continually attracts new contributors. Nearly 60% are OSS product users and 38% are developers in new contributors, and core developers are one of the motivating factors.
- OSS contributors who have communicated on Gitter significantly contribute more to the open source software, than those who do not communicate on Gitter.
- Inactive code developers on GitHub still participate in discussions on Gitter, providing a higher probability of returning to active code developers.

The remainder of this article is structured as follows. Section 2 introduces the two studied platforms and the reason for choosing them. Section 3 presents the description of our overall study design, research questions, and dataset. Sections 4-7 introduce our empirical approaches and the results of the four research questions, respectively. Section 8 discusses the implications and suggestions for individual developers, OSS communities, and OSS researchers. This is followed by the threats to validity in Section 9 and related work in Section 10. Then Section 11 concludes the article and sheds light on future work.


## 2 The Studied Platforms

### 2.1 OSS Development Platforms

OSS developers often rely on distributed version control systems such as GitHub, GitLab, and Sourceforge, to collaboratively contribute to OSS communities. Among them, GitHub is a dominant open-source hosting platform based on Git. The widespreadness of Git, and the flexible collaborative processes, facilitate contributing to, starting up, and migrating to team projects in GitHub [12]. GitHub follows a fork-and-pull model [17] where developers can fork the repository to make modifications in a new branch and create a pull request to ask for a merge into the original project if they want to contribute. Then further discussion and code review take place on the GitHub platform in order to assure the correctness and feasibility of code changes in their commits, after which the pull request will be either rejected or closed. Participants are also supported to report bugs and new features by submitting issue reports on GitHub.

Although GitHub serves professionally as a project management and development coordination system, it is limited in respect of making social connections for developers [21]. Despite commenting on issues and pull requests, some developers deem GitHub lacks ways to interact with others when it comes to detailed discussions such as seeking help for encountered developmental problems and knowledge sharing. This motivates us to draw a bigger picture of OSS project communities by investigating not only collaboration activities on GitHub but also the communication of developers off the GitHub platform, as well as the interplay between them.

### 2.2 OSS Communication Platforms

To fulfill the communication needs of massive OSS practitioners, communication platforms such as mailing lists, Gitter, Slack, Discord, X (formerly Twitter), and Microsoft Teams have emerged to facilitate knowledge-sharing and help-seeking. These communication platforms can be divided into two categories: asynchronous communication platforms and synchronous communication platforms. Asynchronous communication platforms include email-based mailing lists, question-answer-based services (e.g. Stack Overflow), social media-based channels (e.g. X), issue-based platforms (GitHub discussions), and so on. These platforms are successful in performing their determined functions, but they lack real-time response and close interaction with other developers.

Prior studies have manifested the trend of shifting from traditional asynchronous communication such as mailing lists towards instant communication chatrooms such as Gitter, Slack, Discord, IRC [1], [4], [5], [6], [7], [8], [9], [10], [22], [23], [24]. These platforms facilitate instant communication of developers, helping developers who are distributed across multiple locations to coordinate their contribution within a community, hence enabling better team collaboration, group awareness, project coordination, and new technology sharing [8], [25]. Also, users can raise problems they encounter such as API usage and unwanted behaviors [2], acquiring closer access to development team members or experts to answer their questions. In a large-scale survey conducted by Mezouar et al. [26], the quality of the help received within a short response time is a major purpose of using Slack and
Gitter chatrooms. Moreover, they reported the perceived impacts of using these platforms include supporting the issue resolution process, providing access to information, and brainstorming features. Therefore, these communication platforms play a vital role in the sound development of OSS, bridging the gap between multiple software tools such as code hosting platforms and communication channels, and shaping software development activities and practices [24].

However, despite the benefits investigated by prior research, we aim to revisit OSS communication along with development platforms for the following two reasons: (1) the emergence of OSS communication platforms brings cross-platform contributors, but little is known about this special group of OSS practitioners; (2) the quantitative impact of contributors’ communication on software development still needs more in-depth exploration.

Here we introduce the three most representative instant communication platforms: Gitter, Slack, and Discord, respectively, and explain the reason for choosing Gitter as our subject communication platform. Gitter is a representative and prevalent instant communication platform with over 800K users, 90K communities, and 300K chatrooms. Gitter provides live chat services including code tagging, user tagging, and integrations with code hosting platforms such as GitHub, therefore, many GitHub projects are eager to display their Gitter badges as an indication of communication support [27]. Slack also supports developers’ live chat with an intent to reduce reliance on email for internal discussions. Compared to Slack, Gitter provides more openness to those who are eager to participate in OSS communication, enabling a lower threshold to find, join, and use thus a larger population of participants [26]. Discord is also a popular choice when it comes to the adoption as an instant messaging tool for GitHub projects [28], [29], [30]. It enables communication through various approaches, including voice calls, video calls, text messaging, and media and files. Compared with Discord’s general use in multiple situations, e.g., games, cooking, and study group, Gitter is designed for open-source developers to chat. With the equipped GitHub-supporting services like account sharing and automatic issue linking in utterances, developers can easily sign in to Gitter chatrooms with their GitHub accounts and quote GitHub issues in their utterances. This helps to build a strong community of developers compared to other discussion forums.

Since our research concerns are highly relevant to the impact of live chat on the OSS project, and that Gitters’ openness and tight integration with GitHub enable a wider range of contributors to investigate and save our effort in mapping accounts, we choose Gitter as the representative communication platform to conduct the cross-platform study.

### 3 Study Design

Overall, the research methodology consists of two phases, as illustrated in Figure 1. First, in the data collection phase, a large scale of chat utterances from seven OSS communities are collected from the Gitter dataset built in our previous work [2]. By collecting the associated development data via the shared GitHub accounts, we extend this Gitter dataset into a cross-platform dataset. Second, in the empirical analysis phase, we first investigate the characteristics of CPCs with respect to their role and contribution, communication preference, and behavioral consistency, and then we investigate the impact of instant communication on OSS contribution in terms of new contributors, onboarded contributors as well as returned code contributors.

#### 3.1 Research Questions

Focusing on the relationship between Gitter and GitHub, we mainly investigate the characteristics of CPCs and the impact of live chat on OSS development. Specifically, this study aims to investigate the following four research questions:

- **RQ1 (CPCs’ Role and Contribution)**: Who are the developers being active in both Gitter and GitHub, and how important are they? This research question aims to unveil the roles of developers being active in both Gitter and GitHub and examine their importance to the OSS community.
- **RQ2 (CPCs’ Communication Preference)**: What topics do CPCs in different roles prefer on Gitter? This research question dives into CPCs’ discussion contents to explore the relationship between OSS development roles and communication topics.
- **RQ3 (CPCs’ Behavioral Consistency)**: Do CPCs behave consistently across Gitter and GitHub? This research question is designed to examine the behavioral consistency of CPCs across different platforms, with respect to their activeness, influence, and collaboration.
- **RQ4 (Gitter’s Impact on OSS Contribution)**: How does Gitter affect OSS contribution on GitHub? This research question targets to identify how Gitter affects the OSS contribution on GitHub, in terms of new contributors,
onboarded contributors, and returned code contributors.

## 3.2 Dataset

We build our cross-platform dataset based on our previous work [2]. In this work, we collected chat utterances of eight most-participated Gitter communities from eight active domains, covering front-end framework, mobile, data science, DevOps, blockchain platform, collaboration, web app, and programming language. Each chat log contains a sequential set of utterances (which is referred to as dialog) in chronological order. The poster and the posting time of each utterance are also recorded. Dialogs are disentangled in both manual and automatic ways, including 749 manually disentangled dialogs and 173,278 automatically disentangled dialogs using the FF approach [31] after assessing 4 state-of-the-art dialog disentanglement tools on the manually labeled data.

We select seven out of eight OSS communities from this prior dataset by excluding the one that does not host source code on GitHub. The selected communities include Angular, Appium, DL4J, Docker, Ethereum, Nodejs, and Typescript. The corresponding domains and GitHub repositories are shown in Table 1.

For Gitter data, we extend the Gitter utterances provided in the previous dataset to “2022-09-25” using Gitter REST API [32] as well as the data processing mechanisms provided by them. Then, we collect accounts of utterance posters in the chatroom.

For GitHub data, we leverage GitHub REST API [33] to obtain activity records including commits, issue reports, and pull requests. Each one of them contains the following information: activity conductor, time, activity description, and the id-number. Commenters’ information (commenting time, username) is recorded in issues and pull requests as well. Additionally, pull requests also contain their reviewers and related commits. The GitHub data starts from the repository initialization and is as of “2022-09-25” as well. When processing the data from GitHub, we first remove automatic bot accounts using GitHub API[10] and the classification model proposed by Golzadeh et al. [34] that achieves an F1-score of 0.98. The reason for bot removal is that bots are reported to perform massive maintenance tasks on GitHub [35], which might hinder our understanding of real human developers’ activities. We detect 42 bot accounts, and they are excluded from this study. Then we resolve aliases using the automatic classification method proposed by Vasilescu et al. [36]. The reason for alias resolution is that developers may use different emails and usernames when making contributions, which causes contributions by the same individual to be linked to several accounts [37], [12]. 7 aliases are found and these accounts will be regarded as one.

In total, we build a cross-platform dataset of 37,060 Gitter chatters from 1,546,127 utterances and 89,858 GitHub developers from 395,664 activity records. Detailed statistics are shown in Table 1.

With the collected Gitter and GitHub data, we are able to extract 4,506 cross-platform contributors by mapping the usernames (a distinct and unique indicator of a user account) of GitHub contributors and Gitter chatroom participants of a specific community. Note that the mapping procedure is community-oriented, which means a CPC is a contributor on the GitHub repository as well as a chatter on the same chatroom of this community.

## 4 RQ1: CPCs’ Role and Contribution

### 4.1 Methodology

First, we identify four types of development activity on GitHub as OSS contributions according to GitHub Docs [38] as follows:

- **Commit**: submit commits to the code repository.
- **Report Issue**: submit issue reports to track ideas, feedback, tasks, or bugs for improvement.
- **Review Code**: review to decide whether or not to approve the changes, or request further changes before the pull request is merged.
- **Comment**: post comments under the issue reports or pull requests.

Second, to identify the OSS roles of CPCs and their importance to the OSS communities, we build an OSS role taxonomy based on the Onion Model [19] and Core-Periphery Model [43], which is widely used in the OSS literature [16], [44], [45]. The role taxonomy includes seven roles: core

2. Onboarded contributors are those who have already onboarded on GitHub and made contributions. This will be discussed in detail in a latter section.

3. https://angular.io/
5. https://deeplearning4j.org/
6. https://www.docker.com/

<table>
<thead>
<tr>
<th>Community</th>
<th>Domain</th>
<th>GitHub Repository</th>
<th>Gitter population</th>
<th>GitHub population</th>
<th>CPC</th>
</tr>
</thead>
<tbody>
<tr>
<td>Angular</td>
<td>Frontend Framework</td>
<td>angular/angular</td>
<td>10,389</td>
<td>763,173</td>
<td>23,682</td>
</tr>
<tr>
<td>Appium</td>
<td>Mobile</td>
<td>appium/apium</td>
<td>1,955</td>
<td>31,656</td>
<td>6,085</td>
</tr>
<tr>
<td>DL4J</td>
<td>Data Science</td>
<td>deeplearning4j/deeplearning4j</td>
<td>3,609</td>
<td>266,577</td>
<td>2,127</td>
</tr>
<tr>
<td>Docker</td>
<td>DevOps</td>
<td>moby/moby</td>
<td>2,138</td>
<td>30,159</td>
<td>13,979</td>
</tr>
<tr>
<td>Ethereum</td>
<td>Blockchain</td>
<td>ethereum/go-ethereum</td>
<td>10,349</td>
<td>94,852</td>
<td>6,957</td>
</tr>
<tr>
<td>Nodejs</td>
<td>Web Application Framework</td>
<td>nodejs/node</td>
<td>3,803</td>
<td>90,336</td>
<td>21,708</td>
</tr>
<tr>
<td>Typescript</td>
<td>Programming Language</td>
<td>microsoft/TypeScript</td>
<td>4,817</td>
<td>269,374</td>
<td>15,320</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td></td>
<td></td>
<td>37,060</td>
<td>1,546,127</td>
<td>89,858</td>
</tr>
</tbody>
</table>
TABLE 2: Classification of OSS roles

<table>
<thead>
<tr>
<th>Priority</th>
<th>Role</th>
<th>How to determine</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Core developers</td>
<td>Core developers are identified based on a Commit-based Heuristic following previous studies [20], [39], where core developers in a small number are deemed to account for 80% of the total commits of the project [40], [41], [42].</td>
</tr>
<tr>
<td>2</td>
<td>Peripheral developers</td>
<td>Similar to the identification of core developers, peripheral developers account for the rest 20% of total commits.</td>
</tr>
<tr>
<td>3</td>
<td>Issue reporters</td>
<td>Issue reporters are those who report issues.</td>
</tr>
<tr>
<td>4</td>
<td>Reviewers</td>
<td>Reviewers are those who review code.</td>
</tr>
<tr>
<td>5</td>
<td>Commenters</td>
<td>Commenters are those who send comments to issues and pull requests. Repository forgers and dependent developers whose personal project is dependent on selected repositories are considered to be readers for they might read repository source code instead of simply using it.</td>
</tr>
<tr>
<td>6</td>
<td>Readers</td>
<td>Readers</td>
</tr>
<tr>
<td>7</td>
<td>Passive users</td>
<td>Passive users just use the software as most of us use commercial software, and they are attracted to the OSS community due to its high quality and the potential of changes [19].</td>
</tr>
</tbody>
</table>

developers, peripheral developers, issue reporters, reviewers, readers, commenters, and passive users. Figure 2 shows the role-based OSS community structure. The onion-like structure reveals the different layers or levels of participation and engagement within the community. The inner layer a role is in, the more effort and contribution this role has devoted to the community. It also reflects the intersectionality-wise relationship between roles, e.g., core developers in the center have an overlapping relationship with other roles, indicating core developers could report issues, review codes, and make comments. Table 2 describes roles’ priority and determined rules. Note that, similar to the Onion Model, the role of core developers has the highest priority, and the role of passive users has the lowest priority. When a developer satisfies multiple roles, we only assign the role with the highest priority to the developer. This classification process is automatically accomplished according to each developer’s activity record.

Third, we measure the social influence of CPCs in Gitter and GitHub networks respectively via Social Network Analysis (SNA) [46]. Social networks are utilized to model the process of information obtaining and spreading [47], and the propagation of information is often affected by the influence of certain nodes [48]. Therefore, we aim to unveil the social influence of CPCs to better understand their ability to disseminate knowledge in the network. We build social networks for Gitter and GitHub respectively for each community. The network of Gitter and GitHub share the same concept:

\[ G = (V, E) \]

\[ V = \{d_1, d_2, \ldots, d_n\} \]

\[ E = \{< d_i, d_j > \} \]

where network G consists of a node set V and an edge set E. Node \(d_i\) represents each developer, and the edge \(< d_i, d_j >\) denotes there is a certain relationship between node \(d_i\) and \(d_j\).

When constructing the Gitter network, we define the relationship as “reply-to” in one dialog, following previous studies [2], [49]. The more times a developer communicates with different developers, the more nodes they will be connected to. When constructing the GitHub network, we define the relationship as “collaboration” in certain development activities, i.e., one developer reviews another developer’s code or commenting interaction on the same issue/pull request. The more times a developer collaborates with different developers, the more nodes they will be connected to. Both Gitter and GitHub networks are unweighted undirected networks.

Furthermore, to investigate CPCs’ importance in coordinating communication and development, we visualize their influence levels based on the constructed Gitter and GitHub social networks by using Gephi [50]. Their influence levels are measured by the Semi-Local Centrality (SLC) [51], which is an efficient and prevalent approach to identify nodes that have a significant impact on network architecture and functionality, as shown in Equation 2:

\[ Q(d_j) = \sum_{d_w \in \Gamma(d_j)} N(d_w) \]

\[ SLC(d_i) = \sum_{d_w \in \Gamma(d_i)} Q(d_w) \]

where \(N(d_w)\) is the number of neighbors that can be reached within two steps from node \(d_w\) and \(\Gamma(d_j)\) is the set of node \(d_j\)’s neighbors. Then SLC value of node \(d_i\) can be calculated as the sum of the Q values of its neighbors.
4.2 Result and Analysis

Role and Contribution. Figure 3 shows the roles of CPCs and their contribution to OSS communication and development. (1) The left pie chart describes the distribution of CPCs’ five roles. We can see that 61.7% CPCs are issue reporters, followed by commenters (24.3%), peripheral developers (9.7%), code reviewers (3.5%), and core developers (0.8%). 86% of them are issue reporters and commenters. The issue tracking function and pull requests on GitHub provide collaborators to record and follow the progress of every issue/pull request until it is resolved, which largely facilitates OSS management. However, GitHub might lack the live discussion of issues or pull requests [21]. In spite of the posting comments for issue/pull requests on GitHub or other forums, such discussion is in an asynchronous way, which lacks timely response and reduces efficiency. Therefore, issue reporters and commenters might prefer to participate more in Gitter live chat for instant issue/pull request communication. (2) The donut charts on the right in Figure 3 exhibit CPCs’ contributions. We can see that, despite CPCs only accounting for 12.2% of the Gitter population, 61% of chat utterances are posted by them. The same phenomenon is observed in the GitHub platform. CPCs take up 5% of the GitHub population, but contribute to 21% commits, 14% issues, 18% reviews, and 18% comments. Even more exaggerated, the core developers in CPCs only account for 0.04% GitHub population, but contribute to 19% commits. These core developers with advanced knowledge and experienced skills have been communicating on Gitter and bringing their knowledge and skills by answering other developers’ questions, which is a great benefit for Gitter participants who are seeking technical help.

Finding 1: CPCs only take up a small portion of developers on Gitter (12.2%) and GitHub (5.0%), but they contribute to more than 3/5 utterances on Gitter, and nearly 1/5 contributions on GitHub. Even more exaggerated, the core developers in CPCs only account for 0.04% GitHub population, but contribute to 19% commits.

Social Influence. Furthermore, to show their importance in coordinating communication and development, we visualize CPCs’ SLC scores based on the Gitter and GitHub social networks. Each node denotes one developer, where CPCs are colored red, and other developers are colored yellow. The size of each node is associated with the SLC value of the developer, i.e., the bigger the node size is, the higher value of SLC it stands for. Based on the observation of the seven networks, we find that, in the social networks of Deeplearning4j, Angular, and Typescript, CPCs are focal points on both the Gitter network and the GitHub network. While in the social networks of Appium, Docker, Nodejs, and Ethereum, CPCs are focal points on the Gitter network but are non-focal points on the GitHub network. Among all the seven OSS communities, CPCs always play focal points on the Gitter platforms. In most cases (4/7), they are focal points only on the Gitter network, while in
some cases (3/7), they are focal points on both Gitter and GitHub. As introduced before, focal points in the network stand for larger SLC values and are more influential nodes compared to the rest, which means they tend to have a more significant impact on information dissemination and network architecture [51]. Therefore, the network visualization results indicate that CPCs are key to information spreading due to their outstanding performance in communicating with a great number of different developers. They might get used to communicating with other developers on Gitter every day, even though they are under heavy responsibility for contribution.

**Finding 2:** Among all the seven OSS communities, CPCs always coordinate OSS communications by playing as focal points on the Gitter platforms.

### 5 RQ2: CPCs’ Communication Preference

#### 5.1 Methodology

To explore what topics CPCs in different roles prefer, we adopt the topic taxonomy proposed in our prior work [2] which is extended based on Beyer et al.’s category of question categories on Stack Overflow [52], as shown in Table 3.

<table>
<thead>
<tr>
<th>Category</th>
<th>Subcategory</th>
<th>Topic</th>
</tr>
</thead>
<tbody>
<tr>
<td>Domain-related</td>
<td>Problem-oriented</td>
<td>Unwanted Behavior</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Do Not Work</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Performance Issue</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Test/Build Failure</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Error</td>
</tr>
<tr>
<td></td>
<td></td>
<td>API Change</td>
</tr>
<tr>
<td>Domain-related</td>
<td>Knowledge-oriented</td>
<td>Background Information</td>
</tr>
<tr>
<td></td>
<td></td>
<td>New Features</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Design</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Learning</td>
</tr>
<tr>
<td>Non Domain-related</td>
<td></td>
<td>Social Chatting</td>
</tr>
<tr>
<td></td>
<td></td>
<td>General Development</td>
</tr>
</tbody>
</table>

**Table 3: Dialog topic taxonomy**

We randomly retrieve 150 CPC-participated dialogs from each community, leading to 1,050 dialogs with 1,493 CPC participants in total, then analyze the OSS roles and their participated topics orthogonally.

#### 5.2 Results and Analysis

**Topic.** Table 4 illustrates the dialog topic distribution for different roles of CPCs. The colors are painted vertically to reflect the preference of different roles. The darker, the more times this role has participated in discussing this topic. We can see that: core developers prefer to participate in dialogs discussing “Design”, which is an advanced topic in the high difficulty level [1]. This corresponds with the experienced programming skills and advanced project knowledge gained by the core developers. Peripheral OSS developers are more likely to participate in social chatting and discuss unwanted behaviors, errors, and performance issues. These observations also comply with the previous work [53], which reported that “Peripheral developers contribute irregularly and are typically involved in bug fixes or small enhancements.”

**Finding 3:** On the Gitter platform, core OSS developers are more interested in discussing designs, while peripheral OSS developers are more likely to participate in social chatting, discussing unwanted behaviors and errors.

**Table 4: Conversation topics of different roles of CPCs**

<table>
<thead>
<tr>
<th>Topic</th>
<th>Core</th>
<th>Peripheral</th>
<th>Issue</th>
<th>Reviewer</th>
<th>Commenter</th>
</tr>
</thead>
<tbody>
<tr>
<td>Solution-oriented</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>API Usage</td>
<td>13.6%</td>
<td>10.6%</td>
<td>41.1%</td>
<td>16.9%</td>
<td>17.8%</td>
</tr>
<tr>
<td>Review</td>
<td>10.4%</td>
<td>7.3%</td>
<td>39.6%</td>
<td>25.0%</td>
<td>17.7%</td>
</tr>
<tr>
<td>Unwanted Behavior</td>
<td>19.8%</td>
<td>13.5%</td>
<td>39.6%</td>
<td>7.2%</td>
<td>19.8%</td>
</tr>
<tr>
<td>Do Not Work</td>
<td>8.7%</td>
<td>7.2%</td>
<td>46.4%</td>
<td>17.4%</td>
<td>20.3%</td>
</tr>
<tr>
<td>Performance Issue</td>
<td>14.8%</td>
<td>7.4%</td>
<td>29.6%</td>
<td>25.9%</td>
<td>22.2%</td>
</tr>
<tr>
<td>Reliability Issue</td>
<td>9.7%</td>
<td>11.3%</td>
<td>51.6%</td>
<td>11.3%</td>
<td>16.1%</td>
</tr>
<tr>
<td>Test/Build Failure</td>
<td>16.7%</td>
<td>8.3%</td>
<td>41.7%</td>
<td>12.5%</td>
<td>20.8%</td>
</tr>
<tr>
<td>Error</td>
<td>20.7%</td>
<td>12.8%</td>
<td>32.9%</td>
<td>12.2%</td>
<td>21.3%</td>
</tr>
<tr>
<td>API Change</td>
<td>18.2%</td>
<td>6.1%</td>
<td>66.7%</td>
<td>3.0%</td>
<td>6.1%</td>
</tr>
<tr>
<td>Knowledge-oriented</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Background Infor</td>
<td>17.8%</td>
<td>10.4%</td>
<td>40.0%</td>
<td>11.9%</td>
<td>20.0%</td>
</tr>
<tr>
<td>New Features</td>
<td>9.1%</td>
<td>4.5%</td>
<td>50.0%</td>
<td>20.5%</td>
<td>15.9%</td>
</tr>
<tr>
<td>Design</td>
<td>32.0%</td>
<td>0.0%</td>
<td>40.0%</td>
<td>8.0%</td>
<td>20.0%</td>
</tr>
<tr>
<td>Learning</td>
<td>15.8%</td>
<td>5.9%</td>
<td>35.6%</td>
<td>19.8%</td>
<td>22.8%</td>
</tr>
<tr>
<td>Non Domain-related</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Social Chatting</td>
<td>15.4%</td>
<td>15.4%</td>
<td>33.8%</td>
<td>20.0%</td>
<td>15.4%</td>
</tr>
<tr>
<td>General Development</td>
<td>6.2%</td>
<td>9.2%</td>
<td>46.2%</td>
<td>23.1%</td>
<td>15.4%</td>
</tr>
</tbody>
</table>
6 RQ3: CPCs’ Behavioral Consistency

6.1 Methodology

In order to examine whether CPCs behave similarly or differently when switching platforms, we investigate the behavioral consistency of CPCs across two platforms in terms of activeness, influence, and collaboration.

Activeness Consistency. We define the activeness for individual developer $d_i$ on Gitter and GitHub as Equation 3 and 4. The utterances of a developer in the chatroom indicate his/her activeness on Gitter. The GitHub activeness is correlated to the four types of development activity introduced before, i.e., commit, issue, review, and comment. Since the variability among these values is huge, we apply normalization to Gitter and GitHub activeness, notated with a subscript nor. As shown in Equation 3 and 4, the Gitter activeness is normalized straight away, while the GitHub activeness is measured by an equal-weighted summation of the normalized count of the four kinds of activity mentioned before. In this way, both Gitter Activeness and GitHub activeness are scaled into a range from 0 to 1. Then correlation analysis is employed to investigate consistency. Since the activeness data does not meet the requirement of bivariate normality, we apply Spearman’s correlation analysis [55] to examine whether CPCs’ Gitter activeness and GitHub activeness are consistent.

$$Utterance(d_i) = \sum \text{utterance}(d_i)$$

$$Activeness_{Gitter}(d_i) = Utterance_{nor}(d_i)$$ (3)

$$Commit(d_i) = \sum \text{commit}(d_i)$$

$$Issue(d_i) = \sum \text{issue}(d_i)$$

$$Review(d_i) = \sum \text{review}(d_i)$$

$$Comment(d_i) = \sum \text{comment}(d_i)$$

$$Activeness_{GitHub}(d_i) = \frac{1}{4} \text{Commit}_{nor}(d_i) + \frac{1}{4} \text{Issue}_{nor}(d_i) + \frac{1}{4} \text{Review}_{nor}(d_i) + \frac{1}{4} \text{Comment}_{nor}(d_i)$$ (4)

Activeness consistency is investigated from a macro perspective and a dynamic perspective. In macro activeness consistency analysis, we investigate the correlation of all CPCs in all seven communities from the beginning of usage of both Gitter and GitHub until the ending date of our data collection. In the dynamic analysis, we measure the cumulative correlation change of each project over time. The correlation coefficient is iteratively recalculated every incremental 30 days to observe changing trends.

Influence Consistency. We define four levels of influence according to quartiles of SLC values of the Gitter network and GitHub network. Respectively, Gitter-Q4 denotes the quarter of the highest SLC in Gitter, Gitter-Q3 denotes the SLC of this quarter ranging from the median to the third quartile, and so on. By tracing the influence migration flow between Gitter and GitHub, we can observe their influence consistency.

Collaboration Consistency. To investigate collaboration consistency, we analyze the overlap between communication groups on Gitter and collaboration groups on GitHub in two steps. First, we cluster the CPCs from the two platforms into communication or collaboration groups respectively. For the Gitter platform, we consider the developers who have communicated within the same dialog as a communication group. For the GitHub platform, we consider the developers engaged in the same development activity as a collaboration group. The goal is to investigate CPCs’ collaboration consistency, therefore, we retain groups that contain at least two members. Second, we pair the two groups taken from the two platforms and calculate their degree of overlap. The extent of overlapping is calculated via Jaccard coefficient. For example, 100% overlap denotes that the developers in the two groups are the same. 50% overlap denotes that half the developers in the two groups are the same. If the degree of overlap between groups on Gitter and groups on GitHub is high, we consider the CPCs’ collaboration is consistent across the two platforms, and vice versa.

6.2 Result and Analysis

To investigate CPCs’ behavioral consistency, we compare their behaviors between two platforms in terms of activeness consistency, influence consistency, and collaboration consistency.

Activeness Consistency. Figure 5 shows the macro correlation analysis result of Gitter and GitHub activeness with the Spearman’s correlation coefficient $r$ equals to 0.17 ($p$-value $= 4.99 \times 10^{-30}$). It means there is only a weak and slight correlation between Gitter and GitHub activeness. The majority of developers cluster near the horizontal and vertical axis instead of the center, indicating their $Activeness_{Gitter}$ does not align with $Activeness_{GitHub}$ in most cases. Even though CPCs as a whole show active participation on both Gitter and GitHub platforms according to Finding 1 (CPCs account for more than 3/5 of the Gitter utterances and nearly 1/5 of GitHub contributions), the little correlation between $Activeness_{Gitter}$ and $Activeness_{GitHub}$ implies that the consistent activeness does not exist anymore individual-wise. The far-out values that are highly active on one platform while much less active on the other might be because the developers’ effort is limited so they can not afford to be both highly active on Gitter and GitHub.

![Figure 5: Macro activeness correlation of cross-platform contributors.](image-url)

$r = 0.17$

$p$-value $= 4.99 \times 10^{-30}$
Figure 6 visualizes the change of cumulative activeness correlation throughout time. In all cases, the correlation coefficient $r$ rises to a peak during the early stage of Gitter usage. Projects like DL4J and Appium’s peak values can even indicate a strong and moderate correlation, respectively. Then $r$ starts to decline until reaching a flattening out, where correlation is weak in the late and stable stage of OSS. This is probably related to the evolution of the OSS community. When Gitter was first introduced to these projects, the project contributors were actively developing and testing on GitHub and discussing these developmental problems on Gitter, resulting in a highly correlation during this period. However, with the evolution and growth of the OSS communities, more commenters and issue reporters were engaged in Gitter live chat, asking questions such as API usage that are less relevant to GitHub developmental activities and making occasional contributions [44]. Additionally, the active contributor might retire or take breaks from making GitHub contributions [20] but are still active on Gitter.11 These CPCs’ discussions are active on Gitter but their contribution is much less on GitHub, leading to a mismatch and thereby a weakening correlation relationship.

**Finding 4:** Broadly, there is merely a weak correlation between Gitter activeness and GitHub activeness. However, the cumulative activeness correlation changes over time, following a fast rise and a steady decline trend, until converging on a weak correlation.

**Influence Consistency.** To exhibit the flow of CPCs’ influence on GitHub and Gitter, we draw the Sankey diagram as shown in Figure 7. The length of black lines represents the number of CPCs that fall into the corresponding SLC quarter. The width of the connections is proportional to the number of CPCs who shift from a quarter in one platform to a quarter in the other. If the connections are straight, the influence levels remain the same. If the connections are curved, the influence levels change. We can see that about 70.2% connections are curved, which means most CPCs’ social influence largely migrates between platforms. The results indicate that CPCs with lower influence are able to achieve higher social influence on the other platform and vice versa, as notated in red in Figure 7. In the meanwhile, as annotated in black, only 29.8% connections are straight, which means only these CPCs retain their degree of influence at the same level. It is noticeable that a thicker flow lies between Gitter-Q4 and GitHub-Q4, showing that nearly half (44.2%) of Gitter-Q4 CPCs retain their high influence while communicating on the Gitter. These CPCs are typically OSS core developers or leaders who are involved with the OSS communities for a relatively long period and are responsible for guiding and coordinating communication and development [19], [39], [40].

**Finding 5:** The level of CPCs’ social influence frequently changes between Gitter and GitHub. Despite some contributors have a low social influence level on GitHub, they can be highly influential on Gitter.

**Collaboration Consistency.** Table 5 shows the number of identified Gitter communication groups and GitHub collaboration groups, and the average size of the groups. The ‘100% overlap’ columns show the percentage of GitHub groups that are 100% overlapping with the groups on Gitter, and the percentage of Gitter groups that are 100% overlapping with the groups on GitHub. The ‘50% overlap’ columns show the percentage on the 50% overlapping. We can see that except for Deeplearning4j, most of the studied OSS communities have zero or small overlaps between their Gitter groups and GitHub groups, indicating CPCs’ collaboration groups on Gitter rarely intersect with their collaboration groups on GitHub.

11. This phenomenon is observed in RQ4 (Section 7.2.3) in our study.
TABLE 5: Overlaps between GitHub collaborative groups and Gitter chat groups

<table>
<thead>
<tr>
<th>Community</th>
<th>CPC in GitHub # Group</th>
<th>CPC in Gitter # Group</th>
<th>100% overlap % GitHub % Gitter</th>
<th>50% overlap % GitHub % Gitter</th>
</tr>
</thead>
<tbody>
<tr>
<td>Angular</td>
<td>1,637</td>
<td>2.5</td>
<td>6,951</td>
<td>2.7</td>
</tr>
<tr>
<td>Appium</td>
<td>0</td>
<td>0.0</td>
<td>139</td>
<td>2.3</td>
</tr>
<tr>
<td>DI4j</td>
<td>1,371</td>
<td>2.7</td>
<td>3,126</td>
<td>2.7</td>
</tr>
<tr>
<td>Docker</td>
<td>0</td>
<td>0.0</td>
<td>35</td>
<td>2.1</td>
</tr>
<tr>
<td>Ethereum</td>
<td>5</td>
<td>2.0</td>
<td>21</td>
<td>2.0</td>
</tr>
<tr>
<td>Nodejs</td>
<td>7</td>
<td>2.1</td>
<td>72</td>
<td>2.0</td>
</tr>
<tr>
<td>Typescript</td>
<td>631</td>
<td>2.4</td>
<td>2,149</td>
<td>2.7</td>
</tr>
</tbody>
</table>

Finding 6: The CPCs’ collaboration groups on Gitter rarely intersect with their collaboration groups on GitHub.

7 RQ4: GITTER’S IMPACT ON CONTRIBUTION

7.1 Methodology

To understand Gitter’s impacts on GitHub contribution, we investigate its impact on new contributors, onboarded contributors as well as returned code contributors, respectively.

Impact on New Contributors. Aiming to explore whether live chat facilitates new contributor attraction, we analyze those new GitHub contributors who are attracted via Gitter and how they are attracted. First, we identify the new contributors that are likely attracted via Gitter, based on whether they have been active in Gitter before their first contribution to GitHub. Second, we collect the ‘last’ conversations they were involved in Gitter before their first contribution as the attracting conversations. Third, we employ an open card sort process [56] to manually categorize the attracting conversations based on their contents. We enroll a team consisting of three Ph.D. students. All of them are fluent in English and have done either intensive research work with software development or have been actively contributing to open-source projects. The open card sort starts with no predefined categories, then the team members individually assign categories to the same dialogs. The process is conducted in multiple rounds. In the first round, all participants label 10% sampled dialogs with a thorough discussion to obtain conceptual coherence. A shared pool of categories is utilized and carefully maintained, and each participant could select existing categories from and/or add new category names to the shared pool. The sorting process ends when there is no new category added for two consecutive rounds. The average Cohen’s Kappa is 0.84, which indicates substantial agreement.

Impact on Onboarded Contributors. Onboarded contributors refer to contributors who have onboarded on GitHub platforms and made contributions. To find out Gitter live chat’s impact on onboarded contributors’ contributions, we categorize GitHub developers into two groups based on the usage of Gitter.

- G1: GitHub developers who use Gitter, i.e., CPCs.
- G2: GitHub developers who do not use Gitter, i.e., non-CPCs on GitHub.

We compare the differences between the two groups in terms of the number of commits, issue reports, reviews, and comments. Note that this comparison between the two groups is role-wise. As introduced in Section 4.1, the role taxonomy is onion-structured, which means that the centered roles in high priorities could participate in lower-priority activities. For instance, peripheral developers could also report issues and make comments. Therefore, as shown in Figure 8, we compare the contributions of CPCs and non-CPCs of the specific roles that would make certain types of the above-mentioned contributions. For example, for commit contribution, the comparison subject G1 contains CPCs that made commits (i.e. core and peripheral developers in CPCs), and G2 includes non-CPCs that made commits (i.e. core and peripheral developers in non-CPCs). And for issue report contribution, the object roles are core developers, peripheral developers, and issue reporters.

In addition, to achieve a fine-grained understanding of their GitHub contribution, we also compare the following aspects in a role-wise way:

- Response rate: the rate of issues/PRs proposed by a specific developer getting responses from others.
- Issue closure rate: the rate of issues opened by a specific developer getting closed.
• PR approval rate: the rate of pull requests proposed by a specific developer getting approved.
• Issue resolution time: the time interval between an issue's opening and closing (in seconds).
• PR approval time: the time interval between a PR being proposed and approved (in seconds).
• Commit frequency: the number of code commits made by a specific developer per day.

Hypothesis testing is used to validate if the differences are significant, with the null hypothesis to be:

\[ H_0: \text{The CPCs' contributions are smaller than or equal to (\leq) that of developers who do not chat on Gitter.} \]

Note that hypothesis testing is applied on each metric, so there will be a detailed hypothesis for each metric, with the contribution type displayed in the description of \( H_0 \). Metrics that are not related to time can be measured by the accumulated number. However, if the metric is issue resolution time or PR approval time, the shorter time indicates better performance, so the operator in \( H_0 \) should be \( \geq \).

Impact on returned code contributors. Prior research on the life cycle of contributors revealed that code contributors might disengage in making contributions for a period of time and some of them would return to OSS after taking a break [20]. Since code contributors are the backbone of the OSS product, the loss of them is a major problem in OSS communities and ecosystems [57] that might lead to community disruption, productivity decline [58], and product quality reduction [59]. Therefore, we are motivated to explore the impact of live chat on code contributors' returning. To that end, we first investigate whether contributors participate in Gitter live chat during inactive periods, then we calculate the return probability of contributors who chat during inactivity and those who do not, respectively. The detailed steps are as follows:

1. We define three states that can reflect OSS contributors' turnover according to previous work [20] as follows:
   - ACTIVE: a period during which the contributor contributes to GitHub actively by committing.
   - BREAK: longer-than-usual pauses between two ACTIVE states. Note that the threshold to determine whether a pause period is longer than usual is set based on each developer's own work rhythm. Given a pause sequence \( P = < p_1, p_2, ... p_n > \), the algorithm first utilizes the far out values approach [60] to define a developer-specific threshold \( T_{fow} = Q_3(P) + 3 \times IQR \), where \( Q_3 \) denotes the \( n^{th} \) quartile of \( P \), and \( IQR = Q_3(P) - Q_1(P) \) the interquartile range (or H-spread). As contributors' work rhythms are likely to change over time, to achieve naturalness, the algorithm introduces sliding window mechanism. The BREAK periods are defined as the longer-than-usual pauses that are above \( T_{fow} \) within the window.
   - GONE: If a contributor has been in BREAK state for more than one year, he/she will be considered as GONE instead.

2. We can generate the state sequences \( Life(d_i) \) for individual developer \( d_i \) according to his/her activities on GitHub over time. E.g., \( Life(Tom) = \{ ACTIVE, BREAK, ACTIVE, GONE, ACTIVE \} \)

3. We consider a 'Return' happens if the state changes from BREAK to ACTIVE, or GONE to ACTIVE. Indeed, the state sequence \( Life \) is a Markov chain [61], in which the probability of each state depends only on the previous state. Thus, given the state sequence \( Life = \{ x_1, x_2, ... x_n \} \), we can calculate the return probability as the state transition probability:

\[
P(Return) = P(x_i = ACTIVE | x_{i-1} = BREAK) + P(x_i = ACTIVE | x_{i-1} = GONE) \]

where \( x_i \) denotes a certain state in \( Life \).

7.2 Result and Analysis

In this subsection, we will introduce Gitter’s impact on OSS contribution in three aspects: new contributors, onboarded contributors, and returned contributors.

7.2.1 Impact on New Contributors

Among all the GitHub developers, we find that 2.5% (2,204/89,858) developers have participated in Gitter dialogs before their first contribution to GitHub.

Fang et al. [62] recently reported that tweets containing links to GitHub repositories cause an around 2% increase in committers. In this study, we observe a higher increase in attracting new contributors via Gitter. The higher increase may be due to the difference between the two platforms in that, Twitter is a communication platform for socialization among any individual who registered, while Gitter is a communication platform for technical discussions among OSS developers.

To analyze how Gitter attracts new contributors, we collect 2,204 dialogs that they last participated in before their first contribution as attracting conversations. Limited by the effort, we obtained a representative sample (328 dialogs) with 95% confidence level and 5% confidence interval, carefully read their utterances, and classify them into six categories as shown in Figure 9. In terms of motivation, 89% new contributors are self-motivated (NC1-4, NC6), and 7.3% are motivated by core developers. In terms of identity, 56.7% (NC1, NC3, NC6) are OSS product users, and 39.6% (NC2, NC4-5) are other developers who are interested in the OSS products. Note that, 3.7% are rare cases that are considered as others. The explanations and examples of NC1-NC6 are as follows.

NC1. OSS product users who seek help for using the OSS product (35.1%). 35.1% attracting conversations can indicate that the new contributors are the product users who use the product as a third-party library in their own code. They actively seek help about usage problems from the community, e.g., “How can I implement video streaming using NodeJS?”.

NC2. Supportive developers who are keen on sharing knowledge, new techniques, and experience. (24.1%) 24.1% attracting conversations can indicate that the new contributors are supportive and social. They tend to share their knowledge or experience and discuss new techniques with other developers, e.g., they answer other developers’ questions, participate in complex technical discussions, provide
external links for learners, and disseminate newly released tools or technologies.

NC3. **OSS product users who seek help for fixing the OSS product.** (18%) 18% attracting conversations can indicate that the new contributors are the OSS product users who seek help for fixing reported issues that may annoy them. E.g., “In order to solve issue #30507, I’m looking into this link, which should get the whole possible type instead of a concrete type. Are there util methods to replace type parameters in an expression?”

To further assess Gitter’s impact on attracting issue reporters and resolvers, we investigate if a connection exists between the issue raised in the Gitter chatroom and NC3-CPCs’ first contribution. As shown in Figure 10, 44.1% of issues raised in NC3 dialogs are directly relevant to the GitHub contribution (reporting the issue/committing code to resolve the issue) made by the CPC under investigation. Among them, 13.6% of developers were not responded so they chose to report/resolve it on their own, and 30.5% of developers received confirmation about the issue they raised on Gitter and reported/resolved it on GitHub. This indicates that raising problems on live chat encourages passive users and readers to take their first step towards GitHub contribution, reporting and fixing OSS defects to improve OSS quality.

NC4. **Active developers who seek guidelines for contributing to OSS products.** (8.2%) 8.2% attracting conversations can indicate that the new contributors are active developers who show explicit interest in contributing but don’t know How-To, e.g., “Does anyone know how to submit a PR to this repo?”

NC5. **Outside developers encouraged by core developers to contribute.** (7.3%) 7.3% of sampled new contributors are outside developers who are encouraged by core developers, and then make their first contribution to the GitHub repository. We will discuss more about this in section 8.

NC6. **Active newbies who seek help for learning from scratch.** (3.6%) 3.6% of new contributors are active newbies who seek help for learning from scratch. E.g., “I am a student who wants to make a private blockchain using Ethereum. But I do not know what to start with so I’m about to start. I’d like some advice on what I should do first.” They treat Gitter as their first landing point of OSS development, learning via Gitter, and then switching to GitHub contributors.

Finding 7: As a recently released communication platform, the amount of new contributors who participated in live chat before first GitHub contribution accounts for 2.5% of the population. 56.7% of them are OSS product users, and 39.6% are other interested developers. Gitter plays a positive role in promoting issue reporting and resolving. Core developers are one of the motivating factors that can attract new contributors via Gitter.

### 7.2.2 Impact on Onboarded Contributors

To compare the CPCs’ onboarded GitHub contribution with that of other GitHub developers, we draw the violin plots in Figure 11. The inside box plots show the quartiles and median of the distribution, and the horizontal red line denotes the mean value. To test the significance of the difference, we use the Wilcoxon Rank Sum Test, a non-parametric alternative to the two-sample t-test [63], because none of the contribution data follows Normal distribution. In Figure 11(a), we can see that the contribution from CPCs outstrips non-CPCs in terms of all four types of devel-
Fig. 11: Onboarded contribution comparison between OSS developers who use Gitter (CPCs) and those who do not (non-CPCs)

opment activities. The middle and upper part of the violin of CPCs is wider than non-CPCs, indicating CPCs include more active contributors. A number of non-CPCs cluster at the bottom of the violin makes the upper part less wide, which means there are more one-time contributors in developers who do not chat on Gitter. We conduct the single-sided test on the alternative hypothesis “The accumulated number of CPCs’ contributions is larger than that of developers who do not chat on Gitter”, from which we come to a conclusion that the alternative hypothesis is accepted with all p-value <0.001, indicating a significant difference between the CPCs’ contribution and others’ contribution.

However, according to Figure 11(b), the fine-grained activity difference between CPCs and non-CPCs is not as significant as that of the four types of contributions. According to the hypothesis testing result, only the p-value for PR approval time is less than 0.001, indicating CPC-proposed pull requests take a shorter time to be resolved than those proposed by non-CPCs. While p-values for other activities are all larger than 0.1. From the violin plots, we can see that the data distribution of Response rate, Issue closure rate, PR approval rate and Commit frequency of CPC and non-CPCs is quite similar, while CPC’s Issue resolution time are slightly longer than that of non-CPCs.

The communication on Gitter might enable developers to learn more knowledge and skills about the OSS product, as well as to obtain closer access to repository core members [64] which might facilitate later GitHub collaborations with them, such as making joint commits, encouraging newcomers to report issues they run into, giving impetus to the progress to pull requests and code reviewing. A similar phenomenon has been observed on Twitter by Fang et al. [65], that newly attracted GitHub contributors tend to collaborate actively with developers with whom they had prior Twitter interaction. But when it comes to fine-grained activities, the advantage of CPCs is not as significant as before. This might be because issue/PR-related metrics (e.g., Issue closure rate) are affected by not only the developers who initiated the issue/PR, but also by the difficulty of the problem itself. For instance, Sahar et al. [27] reported that issues discussed in Gitter chat take longer time to be resolved than those not mentioned in Gitter chat for a possible reason that discussed issues are so difficult that developers need to raise attention in chatrooms.

Finding 8: The communication on Gitter might have a positive impact on some GitHub onboarded contributions, since GitHub developers who communicate on Gitter have a significantly higher contribution with regard to commit, issue, review, comment and PR approval time than those who do not communicate on Gitter.

7.2.3 Impact on Returned Code Contributors
Figure 12(a) shows two quadrants representing GitHub and Gitter, respectively. The upper quadrant shows the number of developers (i.e. code contributors) in the corresponding GitHub states, and the lower quadrant tells us how many of them communicate in the Gitter platform when they are in the corresponding state. Note that the sum of the Gitter quadrant is larger than the population of CPCs because a
sequence of a developer may contain several states. The same reason applies to the GitHub quadrant as well. In spite of being inactive (BREAK or GONE) on GitHub, about 2.7% of developers participate in live chat in the meantime. This indicates that not making any contribution to the GitHub repository does not mean the contributors leave the community. They might be active on other platforms that are related to this project, such as communicating on live chat. Inspired by this phenomenon, we further investigate whether developers who communicate on live chat have a higher possibility of return. As shown in Figure 12(b), G1 (developers who use Gitter) has a higher probability of returning to ACTIVE than G2 (developers who do not use Gitter) by 7.1%, indicating live chat communication has a positive effect on inactive developers’ returning.

Finding 9: The communication on Gitter has a positive impact on returned GitHub contributions. GitHub Developers who communicate on Gitter have a higher probability of returning to contribute than those who do not communicate on Gitter. We observe that there are 2.7% developers who have been inactive on GitHub still participate in discussions on Gitter.

8 IMPLICATIONS

In this section, we provide implications and suggestions for individual developers, OSS communities, and OSS re-

8.1 Individual Developers

Live chat is a good landing point for joining the OSS communities (Finding 1, Finding 4, Finding 7, Finding 8). For new developers who would like to join the OSS communities to contribute, live chat is a good landing point since 12.2% of Gitter chatters are cross-platform contributors, and they contribute to more than 3/5 Gitter utterances and nearly 1/5 of GitHub contributions. These CPCs are experienced and important contributors in the OSS communities, it is a good ice-breaking activity once the new developers and the experienced ones have gotten to know each other. If new developers could participate in discussions with them, they will have the opportunity to seek help for using the OSS product, be taught knowledge and experience, be encouraged by core developers, etc. on the Gitter platform.

Leverage live chat to raise awareness of GitHub issues (Finding 1, Finding 3, Finding 6, Finding 7). According to the analysis of RQ1 and RQ2, issue reporters are the majority of CPCs, and they are actively engaged in various topics. Live communication on Gitter enables developers to gain closer access to these issue reporters and possibly receive guidance from them. In Figure 9, 18% of OSS product users are seeking help for fixing issues about OSS products before their first contribution. This might be because live chat platforms such as Gitter provide an opportunity for instant communication with other issue reporters in a more timely way. Besides discussing discovered bugs and resolution ideas, developers can also share similar experiences and inquire about the current progress of an issue. Therefore, if developers encounter issues that are out of their ability or lack attention on GitHub, they can resort to live chat, to bring it to other experienced developers that are supportive to help.

8.2 OSS Communities

It’s not a “Good-bye”, it’s a “See you in Gitter” (Finding 9). Retaining onboard contributors has always been an important goal for any OSS community [64]. We found that the developers who use Gitter have a higher probability to return, than the developers who do not use Gitter (Figure 12(b)). Therefore, to maintain a sustainable lifecycle of OSS developers, and prevent developers from dropping the community, the communication platform could help. OSS community could closely cooperate with communication platforms, providing support or integration mechanisms that the OSS contributors can use handily. OSS stakeholders should pay more attention to the maintenance of their communication community, e.g., (1) promote official chat platforms on the website and GitHub repository README file, encouraging developers and users to participate in it; (2) host online technical salons, events, or Q&A sessions to encourage regular engagement, keep the community active, and foster collaboration among members; (3) consider hiring moderators or community managers to address inappropriate behaviors that undermine the positive atmosphere such as irrelevant advertising.

Live chat is an important place to absorb new contributors (Finding 7). Absorbing new developers to contribute
is another important goal for OSS communities [64]. In RQ4, we found that Gitter is an important place to absorb new contributors, and these new contributors can be summarized into different categories in terms of motivation and identity. We notice that core developers could play an essential role in encouraging newcomers. To better exhibit how they successfully encouraged newcomers, we revisit the dialogs in RQ4 which belong to NC5, and choose one conversation to exemplify, as shown in Figure 13. We can see that at first newcomer D1 discovered a bug and reported it in the Gitter chatroom to raise attention. Then the core developer D2 encouraged the newcomer twice as well as provided detailed guidelines to the newcomer, and successfully motivated their first contribution. Being a core developer implies not only successful project management but also a high level of influence on others. It is a good practice that more OSS core developers can interact with newcomers or periphery developers via live communication platforms to encourage more contribution. It is also suggested that OSS stakeholders not only provide accessible onboarding guidelines on code-hosting platforms but also their communication platforms.

Fig. 13: A Gitter conversation about how core developers encourage developers to make contribution

Benefit from the knowledge sharing among multi-platforms (Finding 1, Finding2, Finding 5). In RQ1 and RQ3, we find that, although the population of CPCs is small, they are responsible for a larger quantity of contribution and a higher influence, and CPCs undertake the burden of coordinating communication by playing as focal points on Gitter. One possible reason might be that these developers have a wider way of absorbing new knowledge, techniques, and experience, and can disseminate them across multiple platforms. Therefore, to benefit from knowledge sharing among multi-platforms, OSS communities are suggested to pay more attention to building multi-platforms to enrich their OSS ecosystem.

8.3 Researchers

Revisit the lifecycle of OSS and its contributors from a multi-platform perspective (Finding 9). Most existing studies investigate the lifecycle or contributions of OSS developers from the most popular platform, i.e., GitHub. In RQ4, we notice that although some developers are defined as BREAK or GONE from the GitHub platform, they still keep active on others, and make other forms of contribution to the OSS communities. Therefore, it is worth revisiting the lifecycle of OSS and its contributors from a multi-platform perspective, as well as exploring what other forms of contribution they make.

Explore how OSS developers collaboratively resolve issues or review code on live chat (Finding 3 and Finding 7). In RQ2 and RQ4, we find that OSS developers might launch technical conversations that discuss complex issues or code reviews on Gitter, taking its advantage of the timely response and closely linking to GitHub. By analyzing these complex technical conversations, we could better understand the OSS collaboration mechanism. Sahar et al. [27] took a first attempt at analyzing the duration of issue resolution via Gitter. But there is still a lot worthy of exploring, such as how they review code via live chat and whether discussing issues via live chat helps increase the quality.

Automatically answer the questions on live chat with high confidence, especially for developers who seek help for joining the OSS community (Finding 7). In RQ4 (Figure 9), 8.2% of sampled developers seek instructions or guidelines to follow to contribute. Similar questions might have been answered before, however, if not answered correctly or timely, the OSS community might risk losing potential new contributors. If there is a Q&A bot that can automatically answer those questions with high confidence, the OSS community will benefit from it in terms of attracting newcomers and improving communication efficiency.

9 Threats to Validity

This section discusses the threats to validity of our work.

External Validity. The external threats are related to the generalizability of the proposed approach. Our empirical study used seven most participated open source communities from Gitter. Although we generally believe all communities may benefit from knowledge learned from more productive, effective communication styles, future studies are needed to focus on less active communities and comparison across all types of communities. Another potential threat in our study lies in the selection of studied platform subjects. We choose Gitter and GitHub as the representation of developers’ communication and collaboration platform, respectively. However, there are other online chatting platforms like Discord and Slack, and other social coding platforms such as GitLab. Therefore, there might be discussions taking place on Discord or Slack that are not investigated in our work. However, all the selected projects are the most participated Gitter chatrooms in the corresponding domains and have achieved a good communication community on Gitter, discussing technical problems and knowledge, as reported by Shi et al. [2]. Other prior works also support Gitter’s advantage as a communication platform for OSS [1], [27], [26]. Therefore, we believe Gitter and GitHub are able to reflect developers’ open-source communication and development due to their openness, successful history management, worldwide prevalence, project-oriented organizing as well as tight association between them.

Internal Validity. The internal threats relate to experimental errors and biases. The first internal threat comes from the extraction of cross-platform contributors. Gitter provides three approaches to signing in: GitHub account,
GitLab account, and Twitter account. Signing via a GitHub account is the most dominant way (80% accounts of the selected projects are GitHub users). However, there still exists a tiny chance that developers may sign in via GitLab or Twitter accounts yet they have GitHub accounts that make contributions to the repository. The second threat might come from the process of card sorting. We understand that such a process is subject to introducing mistakes. To reduce that threat, we establish a labeling team and performed a peer review on each result. We only adopt data that received the full agreement or reach agreements on different options.

Construct Validity. The construct threats relate to the suitability of evaluation metrics. In this study, the construct threat lies in the way we construct attracting conversations and new contributors via Gitter in RQ4. We assumed developers who communicated on Gitter before their first contributions are attracted by the last discussions they had on Gitter. But some potential motivations for making the contribution might be unseen to us because we cannot observe the activities out of Gitter and GitHub. However, by carefully analyzing those dialogs and determining NCs as shown in Figure 9, we consider the attracting effect is highly related.

10 Related Work

Our work is related to prior studies on analyzing developer communication platforms, analyzing OSS contributions on GitHub, and analyzing OSS activities from a multi-platform perspective.

Analyzing Developer Communication Platforms. Recently, more and more work has realized that communication platforms play an increasingly important role in OSS collaborative development. Those previous works analyzed the communication among OSS developers via different platforms, e.g., Gitter [1], [2], [8], Slack [22], Discord [10], [30], IRC [4], [23], [66], Mailing-list [67], Issue tracking systems [68], [69], and Stack Overflow [70], [71]. For example, Shi et al. [2] dived into developers’ chat on Gitter to investigate when they interact, what community structures look like, which topics are discussed, and how they interact. Lin et al. [22] conducted an exploratory study on how Slack supports software engineering and team dynamics. Their research revealed that developers use Slack for personal, team-wide, and community-wide purposes, and they suggest the increasingly essential role that live chat plays. Subash et al. [10] proposed a dataset of Discord chat conversations from four software development communities within a year, called Disco, and analyzed five most generally discussed topics in each Discord channel. Their work emphasizes the rising popularity of Discord and builds a foundation for future studies on Discord conversations. Raglianti et al. [30] leveraged word cloud and source code parsing to visualize Discord interaction content to assist with software documentation and program comprehension. Shibah et al. [4], [23] analyzed the usage of developer IRC meeting channels of two large open-source projects from several dimensions: meeting content, meeting participants, their contribution, and meeting styles. Their results showed that IRC meetings are gaining popularity among OSS developers, and highlighted the wealth of information that can be obtained from developer chat messages. Di Sorbo et al. [67] proposed a taxonomy of intentions to classify sentences in developer mailing lists into six categories: feature request, opinion asking, problem discovery, solution proposal, information seeking, and information giving. Although the taxonomy has been shown to be effective in analyzing development emails and user feedback from app reviews [72], Huang et al. [68] found that it cannot be generalized to discussions in issue tracking systems, and they addressed the deficiencies of Di Sorbo et al.’s taxonomy by proposing a convolution neural network based approach. Allamanis and Sutton [70] presented a topic modeling analysis that combines question concepts, types, and code from Stack Overflow to associate programming concepts and identifiers with particular types of questions, such as, “how to perform encoding”. Studies on communication platforms focus more on social interaction features among developers, such as interaction styles, community structures, raised topics, etc., without taking the development features into consideration.

Analyzing OSS Contributions on GitHub. Many prior studies analyze OSS contributions on GitHub from three aspects: motivation to contribute [73], [74], [75], [76], productivity of development [77], [78], [79], [80], and turnover of contributors [81], [82], [83], [84], [85], [86], [87]. E.g., two systematic literature reviews [73], [74] on motivation to join OSS have found 145 papers, and reported that proper management of motivation and satisfaction helps achieve higher productivity, avoid turnover, etc. Recently, Gerosa et al. [75] investigated the shifts in motivations and found that motivations related to social aspects and reputation increased in frequency. Vasilescu et al. [78] analyzed process data of GitHub projects, and reported that continuous integration improves the productivity of OSS project teams. Zhou et al. [77] explored how OSS projects on GitHub differ with regard to forking inefficiencies. They found that better modularity and centralized management are associated with more contributions, suggesting specific best practices that OSS developers can adopt to reduce forking-related inefficiencies. For developer turnover, existing literature [86], [87] reported that objective attributes of OSS projects, personal expectations, level of development experience, and conversational knowledge were associated with developer turnover. Robillard [82] highlighted that developer turnover could cause knowledge loss in OSS project teams, and Foucault et al. [85] reported that external turnover negatively impacts software quality. To manage and mitigate the risk of turnover-induced knowledge loss, Rigby et al. [84] leveraged scenario simulations and coordination requirements matrices to quantify the loss and recommend successors. Many studies have been conducted to analyze the OSS contribution based on the GitHub platform. Our work is different from the previous studies as we incorporate the Gitter platform to analyze the impact of live communication on OSS development, complementing to the existing studies.

Analyzing OSS Activities from a Multi-platform Perspective. Recently, a few studies have started investigating the impact of OSS communication on development. Sahar et al. [27] focused on the effect that Gitter has on GitHub issue resolution, suggesting the discussed issue reports have a longer solving time than those are never referred on Gitter, and the number of comments on GitHub issue increases after this issue was discussed on Gitter. Singh et al. [88] analyzed
the effect of knowledge sharing via Wikipedia, Forum, and Gitter on GitHub contribution, respectively. However, some of the chat rooms they used do not have a relationship with an active open source project, and they did not find evidence that the Gitter knowledge sharing can positively influence OSS development. Fang et al. [62] focused on the effect that Twitter has on GitHub project popularity and new contributors. They found that tweets have a statistically significant effect on project popularity and a small average effect on attracting new contributors. The current studies of multi-platform analysis on OSS communication and development are just emerging, and there is a lack of in-depth analysis of the relationship and impact between GitHub and Gitter. In especial, unlike other live communication platforms, Gitter is the platform that is directed toward GitHub projects. Our study bridges that gap with a large-scale analysis of the characteristics of cross-platform contributors and whether Gitter can provoke OSS development.

11 Conclusion and Future Work

In this study, we perform a cross-platform study on Gitter and GitHub in purpose to bring developers’ communication and development together by investigating traits of cross-platform contributors in terms of roles and contribution, communication preference and behavioral consistency, as well as the promotive impacts of live chat on OSS in terms of new contributors, onboarded contributors and returned contributors. Our study has both theoretical and practical implications. By analyzing the empirical results, we enable a deeper understanding of the OSS developers who switch between the collaborative development platform GitHub and the instant chatting platform Gitter, and of the interplay of communication and development. We observe the positive impact of live chat on open-source development as well as attracting new contributors. Based on these findings, we provide recommendations for OSS communities and developers, as well as shed light on future research directions. In the future, we plan to utilize the multi-platform perspective to further investigate the quantitative impact of live chat, e.g., to what extent can live chat affect the open-source community. Additionally, as a rising popular developers’ communication platform, future attention could be paid to mine content on it along with its related GitHub community. We hope that the findings and insights that we have revealed will raise awareness of the rich information hidden in cross-platform data and enable a promising prospect for OSS communities.
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